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Abstract

Due to the rapid development of digital communication systems, information security is now essential for both the storage and exchange of data. Security has become a key research axis as a result of the rapid evolution of network technologies. The transmission of digital data is necessary for various forms of communication. Particularly in applications requiring a high level of security, like surveillance applications, military applications, biometric applications, and radar applications, where this transmission should be secure. Thus, data is normally encoded through the technique of encryption to prevent unauthorized access. The current imperative is for cyber security to guarantees the integrity and confidentiality of data transmission over the internet and offer defense against hostile attacks. To ensure the security and dependability of digital data transmission, the goal of this research is to create and analyze a robust multilevel cryptography model using three cases. Those cases include: case 1 utilized the RC5 algorithm only. Case 2 examined the use of RC5 together with the Twofish algorithms, and case 3 employed a combination of three effective algorithms in sequential order (RC5 with Twofish and Modified Serpent). The results were analyzed and showed that case 3—which encrypts data by applying three effective algorithms sequentially—is preferable. This case offers a performance model for various combinations of the symmetric key cryptography algorithms RC5, Twofish, and modified Serpent. Utilizing analysis tools including entropy, floating frequency, histogram, autocorrelation, and brute force attack, the three cases were compared.
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1-Introduction

The science of cryptology, which mostly relies on mathematics, is concerned with the scientific foundations of such methods (cryptanalysis and cryptography). A crucial step in ensuring security in multimedia systems is encryption [1]. In a number of industries, including medical imaging, online communications, military communications, and multimedia systems, image and video encryption is important. The confidentiality of multimedia data is the main goal. For ensuring the data’s security, the encryption process converts the data into a code. The plaintext (original message prior to encryption) is subjected to different transformations and substitutions by encryption algorithms, which turn it into ciphertext (scrambled message following encryption). As seen in Figure 1, decryption is a technique for converting encrypted data back into plaintext [2].

Symmetric (secret-key) and Asymmetric (public-key) encryption are two classes that are used for classifying cryptography algorithms. Various symmetric-key block ciphers provide varying degrees of security, adaptability, and effectiveness. The symmetric-key block ciphers that have attracted the most interest among the various ones currently in use include RC5, DES, Blowfish, CAST, SAFER, FEAL, and IDEA. A Feistel network construction and round function provide the foundation of the majority of symmetric-key block ciphers, including RC5, DES, Blowfish, and CAST. Through combining numerous straightforward nonlinear
and linear operations including substitution, exclusive-or, modular arithmetic, and permutation, the round function offers a fundamental encryption technique. Various round functions offer varying degrees of security, effectiveness, and adaptability [3].

The sections of this research are organized to include related work in section 2, then sections 3, 4, and 5 respectively clarify the basics of the algorithms used in this research. Section 6 explains the tools that were used to analyze the results of the proposed system. Section 7 presents the proposed system with different cases. The last two sections introduce the results discussion and conclusions consequently.

2- Related Work:

The efficiency improvement of the cryptographic algorithms was the aim of numerous research, some of which are listed in this section:

In [4], cryptography was defined as a key part in the information security of the current world that makes the virtual world a safe place. If possible, the users require cryptographic algorithms to be low-cost as well as have high-performance. In this study, the researchers performed a thorough analysis of costs and performance of some of the main cryptographic approaches (such as the AES, Blowfish, DES, 3-DES, and RSA) to show overall performance analyses, different from the mere theoretical comparison.

The authors of [5] proposed merging 2 effective algorithms of encryption to satisfy information security by adding a new level of security to 3-DES using N-th Degree Truncated Polynomial Ring Unit method. Such objective was accomplished by the addition of two new key functions, the first was Enc_key (), and the second the Dec_key (). Those were used for the encryption and decryption key of the 3-DES to the increase of algorithm strength. The results that was obtained in this paper shows very good resistance towards brute-force attacks. This results in increasing system efficiency with the use of the abovementioned algorithm for the encryption and decryption of 3-DES key, since such modifications enhance the level of complexity, and increase key search space, in addition to making encrypted message difficult to crack by any attacker.

In [6], the authors assumed the combination of 2 sufficient encryption algorithms to achieve the objective of information security by adding a new level of the security to the DES algorithm through using elliptic curve method. Results that were obtained from this study demonstrated a sufficient resistance to brute-force attacks, which makes this system of a greater effectiveness through applying elliptic curve cryptography approach for the encryption and decryption of keys with the use of the DES. Additionally, those modifications lead to improving the complexity degree and increasing the key search space.

In [7], their work resulted in the increase in RSA’s complexity and search space against brute force attacks. Also, security enhancements were satisfied through the application of four cases with the use of various cryptographic algorithms. Those four cases included case1 enhancement if RSA security with the use of the OAEP (i.e. Optimal Asymmetric Encryption Padding), case2 the combination of the two most significant methods Diffie-Hellman (DH) and RSA, case3 in order to increase the complexity and obtain higher security level the two cases above (case 1 and case 2) were concatenated. Lastly, for maximum complexity and to obtain the highest level of security with increasing RSA’s search space case 4 was implemented. Case 4 included implementing case 3 as well as applying new security level through the addition of another cryptographic algorithm, which was referred to as the HiSea. The use of multiple cryptographic algorithms in every one of the 4 cases above respectively resulted in the improvement of the security level through the increase in complexity and key.
search space which results in protecting the security goals against attackers. Case 4 was the optimal scenario since it presents most sufficient, accurate, and complex encryption system that utilizes the processing of the encryption data several times with the use of various strong algorithms.

3- RC5 Algorithm

A symmetric block cipher called RC5 was created with both hardware and software implementation in mind. It can be defined as a parameterized algorithm that has a variable size of the block, a variable key length, and variable number of the rounds. This offers a chance for significant flexibility in the properties of the performance and security levels. One specific version of the RC-5 algorithm is known as RC5-w/r/b. The w parameter in RC5 refers to the word size in bits. Various selections for this parameter provide various RC5 methods. With the variable number of rounds, the RC5 has an iterative arrangement. The 2nd parameter of the RC5 is the quantity of rounds, or r. A variable-length secret key is utilized by the RC5 algorithm. Finally, the 3rd parameter is the length of the key, which is specified in bytes. The following is a summary of the parameters [8]:

1- \( w \): word size, in bits. has a standard value of 32bits. Permissible values include 16, 32 and 64. RC5 performs the encryption of 2-word blocks so that plain-text and blocks of cipher-text are \( 2w \) bits long each.

2- \( r \): number of rounds. Its permissible values are in the range of 0, 1, ..., 255. In addition to that, expanded key table \( S \) includes \( t = 2(r + 1) \) words.

3- \( b \): represents number of the bytes in secret key \( K \). its permissible values are in the range of 0, 1, ..., 255. \( K \): b-byte secret key; \( K[0], K[1], ..., K–b – 1 \)

RC5 has 3 components, which are: an algorithm of key expansion, an encryption and a decryption algorithms.

Input block to the algorithm of RC5 includes 2 \( w \)-bit words, given in 2 registers, which are referred to as \( A \) and \( B \). The output is placed in registers \( A \) and \( B \). As mentioned earlier, the RC5 utilizes expanded key table \( S \), which consists of \( t = 2(r + 1) \) words. The algorithm of the key-expansion initializes \( S \) from user’s given secret key parameter \( K \). On the other hand, the \( S \) table in the RC5 encryption isn’t like the S-box that has been utilized by the DES. The steps of the encryption and decryption of the RC5 are described below in algorithms 1 and 2[9]:

Algorithm1: (RC5 Encryption Algorithm)

\[ \begin{align*}
\text{Step1:} & \quad A += S[0] \\
\text{Step2:} & \quad B += S[1] \\
\text{Step3:} & \quad \text{for} \ i = 1 \ \text{to} \ r \\
& \quad A = ((A \oplus B) \ll \ B) + S [2i] \\
& \quad B = ((B \oplus A) \ll A) + S [2i + 1] \\
\text{The output is in} \ A \ \text{and} \ B \ \text{registers}
\end{align*} \]

Algorithm2: (RC5 Decryption Algorithm)

\[ \begin{align*}
\text{Step1:} & \quad \text{for} \ i = r \ \text{down to} \ 1 \\
& \quad B = ((B – S [2i + 1]) \gg A) \ominus A \\
& \quad A = ((A – S [2i]) \gg B) \ominus B \\
\text{Step2:} & \quad A = B – S[1] \\
\text{Step3:} & \quad B = A – S[0]
\end{align*} \]

The routine of decryption may be derived easily from the routine of the encryption. RC5 encryption/decryption algorithms are depicted in Figures 2 and 3 respectively [9].
4-Twofish Algorithm

Block cipher Twofish, which was submitted alongside AES and made it to the contest's finals, was never taken into consideration for standardization. With a Feistel structure key to DES and a block size of 128 bits that can be expanded to 256 bits. The fundamental components of Twofish are four separate key-dependent 8x8-bit S-boxes, 16 rounds of Feistel networks, Maximum Distance Separable (MDS) matrices, and the concepts of key whitening and key scheduling. An iterated block cipher's security can be increased using the key whitening approach in cryptography [10].

It includes procedures for combining the data with a component of the key. An algorithm known as a key schedule determines all the round keys from the key. There are no weak keys, as for a 128-bit symmetric block cipher, keys have lengths of 128, 192, and 256 bits, and a 128-bit key length. See Figure 4 for other examples [11].
Algorithm 3: (Twofish algorithm)

**Step1:** divide input bit to 4 parts.

**Step2:** perform XOR operation between bit input with a key.

**Step3:** processing input bits in 16 times Feistel network.

Twofish algorithm is more secure in comparison to other algorithms with no cryptanalysis yet to be found possible.

![Twofish Algorithm Structure](image)

**Figure 4:** Twofish Algorithm Structure[11]

### 5- Serpent Algorithm

One of the top candidates for a new block cipher using the AES was the serpent encryption algorithm. They created the Serpent block cipher, along with Knudsen and Biham. Despite having a relatively conservative design, it can nonetheless be implemented quite effectively. It employs S-boxes like those in DES in a novel structure that simultaneously permits a faster avalanche, a more effective bit slice implementation, and an easier analysis that shows its security against all known attack types[12].

Any characteristic should have a minimum of one active S-box in each round in Serpent, which uses a 256-bit key and a 128-bit block size. Due to the feature that a deference in only one bit in the input creates a deference of at least two bits in each S-output, at least two active S-boxes are often needed. As a result, if only one bit in the input of one round differs, at least two bits must also differ in the output, and these two bits affect two different S-boxes in the subsequent round, the output variations affect at least four S-boxes in the subsequent
round. As shown in Figure 5, Serpent algorithm runs via a 32-Round substitution permutation network that operates on a 4 × 32-bit length. A 128-bit plain-text is encrypted in 32 rounds and then Xor with 33 subkeys to produce a 128-bit ciphertext. Users are thought to enter a variable key length, yet in reality, it is anticipated that a fixed length of 128, 192, or 256 bits would be used[13].

![Figure 5: Serpent Algorithm Structure][13]

The Serpent algorithm has undergone a new modification that, according to [13], replaces the transformation of byte substitution (DES S-Box) in every round with 2 significant processes depending upon cyclic group substitution and logistic mapping. This will result in an increase in overall byte diffusion-confusion and an increase in the complexity of the algorithm's cryptanalysis, see Figure 6 [13]

![Figure 6: Modified Serpent Structure][13]

6- Analysis Tools
To assess the security of a particular system, a variety of analysis methods are utilized. The most well-known analysis tools are listed below:

1- Entropy: This method involves gathering randomness for use in cryptography or other applications that call for random data from an operating system or application. This
randomness is frequently gathered from hardware sources, like HDD or fan noise variations, or from specially designed randomness generators. Security and performance might be negatively impacted by a lack of entropy [14].

2- Floating Frequency: The x-axis indicates distinct characters and the y-axis the number of bytes in the floating frequency of encrypted text, which means different characters every 64-byte block [15].

3- Histogram: In this method, continuous numerical ranges are used to group the data, and every range is represented graphically by vertical bar. The number range is shown on horizontal axis, and data amount in every one of the ranges is displayed on vertical axis (i.e., frequency). The ranges of numbers depend on the data being used [14].

4- Autocorrelation: In this method, the similarity degree between a given time series and lagged version of it over subsequent intervals of the time is mathematically represented. Though conceptually identical to correlation, autocorrelation utilizes the same time series twice: once in the original form, and once that is delayed by one time period or more [15].

5- Brute-Force Attack: This approach represents a cryptanalytic attack that relies on a method of trial-and-error to try to decrypt the cipher-text. The number of the r®ds (R), or R*Keylength, which represents a large number, determines the number of trials that cryptanalysts will require to crack the cyclic group sub bytes.

A brute-force attack entails the attacker submitting a number of the passphrases or passwords in hopes that one will be correctly deciphered eventually. All the potential passphrases and passwords are systematically checked by the attacker till the right one is discovered. An alternative is for an attacker to utilize a function of key derivation to try and guess the key, generated normally from the password, which is referred to as the exhaustive key search [167].

7- Proposed Cryptography Model (RCTS)

The short name of proposed model is (RCTS), which refers to the use of three efficient cryptography algorithms, the first one is RC5, second one is Twofish, and third one is Serpent algorithm. This research compared the efficiency of RCTS model with other algorithms by using the most important analysis tools like entropy, floating frequency, histogram, autocorrelation, and brute-force attack (key search space). In this research three cases were implemented as illustrated below: -

**Case1: Single level Model 3441his**

This case used only RC5 algorithm to encrypt every 64-bit block of plain text in normal state as illustrated previously in Figures (2-3). For example, suppose you have the following plain text and key:

(The science of cryptology, which mostly relies on arithmetic, analyzes the scientific elements of such methods (cryptanalysis and cryptography).

Key(256-bit)=
(0F0E0D0C0B0AA1B1C1D1E1F10I02030405060708099A9B8C8D7E7F1122334455). See Figure 7.
By applying RC5 algorithm, the following cipher text was obtained:
Cipher text:

This is the simple and normal case of RC5 applied with 64-bit two times to generate 128-bit block. See Figure 8.

**Case2: Bi-level Model (RC5 & Twofish)**

This case used both RC5 & Twofish algorithms subsequently to encrypt the 128-bit plain. For example, suppose you have the same plain text used above with case1. Take the cipher text of case1 then encrypt it a second time by using Twofish algorithm with the following key:

Twofish key (256-bit)=
(01030507090204060800101A2B3C4D5E6FFFEEDCCBAAAA1A2B1B2C1C2D1D2DD)
See Figure 9.
This case, when RC5 & Twofish algorithms are applied, the following cipher text was obtained:

```
C8 85 2D 6E 9C 18 A2 26 71 44 FC A6 EA DD 98 D1 6A 0E 2C AF B0
E3 25 8E FA A3 F3 85 81 A9 D9 E2 S2 A9 09 5C 5C AB DF 62 F3 DB 6E 6D
B5 70 A8 B1 20 86 F2 18 7A 7D 1D 00 27 1E 63 24 B0 33 CD 03 2D
74 40 75 78 68 60 46 OC SD SF LF F4 AE AO 04 0B 7E 52 81 D9 6D E2 6B
65 99 78 52 3D 93 E2 21 F9 9D 2F 37 65 F8 43 58 SF 6F 14 2D D1 B5 4A
58 SF OC B4 30 18 35 E7 06 E5 06 BD 2C E5 58 7E 64 3B BC B5 01 6C 8C
02 20 B9 EA 7C 1E 13 25 FB AO 6C 84 45 45 C7 E9 22 AB 5C 6C E0 82 4A 6B
14 6F 06 F2 CE 91 B1 CA F5 E6 F3 87 33 FB DE
```

For more illustration of case 2, see Figure 10.

**Figure 10:** Case 2- Bi-level Model (RC5 & Twofish)

**Case 3: Tri-tier Model (RC5 & Twofish & Modified Serpent)**

In this case the proposed model used RC5, Twofish and modified Serpent algorithms sequentially to encrypt the 128-bit as illustrated in Figure 11.

**Figure 11:** Case 3: Tri-tier Model (RC5 & Twofish & Modified Serpent)
Also, this case used 256-bit key, as illustrated in Figure 12:

(01AB5D4C8FFE98C1127563892CE2AD6F7859900256ED61AD902457FEE5592018)

![Key Entry: Serpent](image)

**Figure 12:** 256 key of modified Serpent Algorithm.

By applying RC5, Twofish, and modified Serpent algorithms, the following cipher text was obtained:

```
8E 11 CF 81 03 52 7D 1D 0F 02 A8 27 74 8E 2F 77 8B AD 22 88 29 01 C4
C9 BC 92 1F 71 D0 C2 B1 67 2B 27 15 2C DD 68 07 24 80 4C 57 1F 5A 46
A2 SE 47 FD 58 28 6D 12 08 6F E5 BB 7C A2 2F 7B 01 ES 9D 54 05 F4 E0
82 C7 70 7D 15 08 80 0D 8B 42 10 78 22 EA OF 7E 46 A2 F7 67 82 28 68
80 9D CC 1F 8E 0F 8B 41 27 2D 88 81 10 3A 9E E4 AS 08 2D 48 87 DD 6A
6C CC AC 5C 8E E4 C2 1A SC 82 DF 00 A7 12 B5 D2 EC CB CT 0E 25 DL 3D
01 48 22 EC B2 B1 D5 D8 EF 49 B0 20 C0 67 FE 01 65 AB 82 ED A6 FD SE
70 04 SC 82 62 04 SC 2B D7 19 55 60 8E 4D 61 B4 01 D7 OD 45 7D BF CD
CD 74 89 81 8A 8E 6A SE
```

**8-Results Discussion**

Table 1 shows the values of entropy of the three cases. It is noted that the value of entropy increases, and this indicates an increase in the complexity of the proposed model (case 3), that leads to more difficulty of cracking the cipher text for the attacker. As the value of entropy increases, it is much more difficult to obtain the plain text and the algorithm is stronger, as the attacker always looks for the lowest value of the entropy to make it easier to discover the key in the case of a brute-force attack.

**Table 1:** Entropy of three cases

<table>
<thead>
<tr>
<th>Case No.</th>
<th>Analysis Tool (Entropy)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td><img src="image" alt="Entropy RC5" /></td>
</tr>
<tr>
<td>2</td>
<td><img src="image" alt="Entropy Twofish" /></td>
</tr>
</tbody>
</table>
Table 2 refers to another analysis tool, the floating frequency, where it presents the distribution of density. The difference of the model in the three cases more distribution of density with offset was obtained. Case3 was the best, as the character density in a specific window and the density is distributed.

**Table 2:** Floating Frequency of three cases

<table>
<thead>
<tr>
<th>Case No.</th>
<th>Analysis Tool (Floating Frequency)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td><img src="chart1.png" alt="Chart 1" /></td>
</tr>
<tr>
<td>2</td>
<td><img src="chart2.png" alt="Chart 2" /></td>
</tr>
<tr>
<td>3</td>
<td><img src="chart3.png" alt="Chart 3" /></td>
</tr>
</tbody>
</table>

Table 3 indicates, through the charts of the analysis tool called histogram, that case3 is the best as the diagram for the case1 (the y-axis), the value reaches 3, while the case 2 and case 3 the value of the y-axis is 2. That means that the number of times the character appears itself in the cipher text is reduced and this better where we have a diversity of the existing characters.
We also note that case3 is the best as it includes the appearance of more characters according to what is shown in the x-axis.

Table 3: Histogram of three cases

<table>
<thead>
<tr>
<th>Case No.</th>
<th>Analysis Tool (Histogram)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td><img src="image" alt="Histogram Case 1" /></td>
</tr>
<tr>
<td>2</td>
<td><img src="image" alt="Histogram Case 2" /></td>
</tr>
<tr>
<td>3</td>
<td><img src="image" alt="Histogram Case 3" /></td>
</tr>
</tbody>
</table>

Autocorrelation is presented in Table 4, where we notice that the less autocorrelation, the better. This is what can be seen in case3, which represents the best case. The greater autocorrelation between the characters, leads to the attacker being able to crack the cipher text more easily, as attackers can deduce passages of plaintext, and gradually it is possible to access the key that was used for encryption and obtain the plaintext before encryption.
Table 4: Autocorrelation of three cases

<table>
<thead>
<tr>
<th>Case No.</th>
<th>Analysis Tool (Autocorrelation)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td><img src="image1" alt="Autocorrelation graph" /></td>
</tr>
<tr>
<td>2</td>
<td><img src="image2" alt="Autocorrelation graph" /></td>
</tr>
<tr>
<td>3</td>
<td><img src="image3" alt="Autocorrelation graph" /></td>
</tr>
</tbody>
</table>

As for the time it takes for the attacker to execute the brute-force attack, in case 3 it takes much more time to get the key needed to obtain the original message (see Table 5). The complexity also increases with the increase in levels numbers, where for each level the key of the specific algorithm used with long 256 bits. The number of probabilities for the key with the time required to discover it as shown in Table 6.

Table 5: Time of Brute-force Attack of three cases

<table>
<thead>
<tr>
<th>Case No.</th>
<th>Brute-Force Analysis of RC5</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td><img src="image4" alt="Brute-Force Analysis" /></td>
</tr>
</tbody>
</table>

256-bit brute-force search 0% completed. Remaining time: 4.1e+063 years
Brute-Force Analysis of Twofish

256-bit brute-force search 0% completed.
Remaining time: 7.1e+054 years

Brute-Force Analysis - Results

After a brute-force analysis of the given ciphertext decrypted with all possible keys in the selected key space, the entropy value of each decryption was calculated. This list contains the decrypted messages with the lowest entropy values. It is possible that the decryption with the smallest entropy is not the correct decryption, especially for very short ciphertexts. You can choose here which candidate you believe to be the correct decryption (note that only the first 128 characters are decrypted and displayed).
Table 6: Brute-force Attack According key length and Required Time

<table>
<thead>
<tr>
<th>Case no.</th>
<th>Key Search Space</th>
<th>Brute-force Attack Time</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>$2^{256}$</td>
<td>4.1e+063</td>
</tr>
<tr>
<td>2</td>
<td>$2^{256} \times 2^{256}$</td>
<td>1.1e+064</td>
</tr>
<tr>
<td>3</td>
<td>$2^{256} \times 2^{256} \times 2^{256}$</td>
<td>1.5e+064</td>
</tr>
</tbody>
</table>

The 256-bit key has $2^{256}$ possible combination values, as was stated previously. Thus, whenever the exponent is raised, the number of potential combinations would considerably increase. $2^{256}$ is $2 \times 2 \times 2 \times \ldots \times 256$ times. The optimal way of cracking an encryption key is using the ‘brute-force attack,’ which is merely trial and error in the simple terms. Thus, in the case where the length of the key is 256-bits, there would be $2^{256}$ possible combination values, and the hacker would have to try the majority of the $2^{256}$ potential combination values prior to the extraction of the key. Potentially, it will not require trying all those combinations for guessing the key –often it is approximately 50% –however, the time that it would take to do that would be more than any human lifespan.

9 Conclusions

A good encryption model should have a strong resilience against attacks that attempt to break the system, such as brute force attacks. Resistance against attacks is a good measure of the performance of a cryptography system. key space should be big enough to inhabit brute
In this research, the proposed encryption model RCTS presented secure analysis compared to case-1 and case-2. Therefore the proposed model proved its efficiency and, provided reasonable security against cryptanalysis by using different analysis tools like entropy, floating frequency, histogram, autocorrelation, and brute-force attack. In addition, the increase the complexity of the encryption model that leads to attackers requiring increased time to crack the cipher text. The proposed model increased the search space of key by using three keys in case-3 \((2^{256} \cdot 2^{256} \cdot 2^{256})\).
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